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ABSTRACT 
Image and video compression are active areas of research 
due to the increasing demand for efficient storage of 
visual data in a wide variety of fields.  Popular image 
compression schemes are often based on block-transform 
coding.  Block-transform coding is susceptible to 
blocking artifacts, particularly at low bit-rates due to 
quantization errors.  This paper addresses this problem by 
presenting an algorithm based on shifted thresholding that 
reduces blocking artifacts in block-transform compressed 
images and video.  The algorithm is designed to be 
hardware-efficient and well-suited for parallel hardware 
implementation, using purely integer computations 
without the need for integer division.  Experimental 
results demonstrate good subjective quality improvements 
that are comparable with previous work while 
maintaining a low computational complexity. 
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1 Introduction 
 
Image and video compression are active areas of research 
given the increasing need for the efficient storage of 
visual data in a wide variety of fields, ranging from 
medical imaging to multimedia systems.  Popular 
compression schemes are based on block-transform 
coding.  These include still image compression schemes 
such as JPEG [1], video compression schemes such as 
MPEG [2-3] and recent video compression schemes such 
as H.264/AVC [4].  Block-transform codes that utilize the 
Discrete Cosine Transform (DCT) are widely used.  
Blocks are processed independently so block-transform 
codes are simple to implement and require minimal 
additional storage.   
 
One of the major drawbacks of block-transform coding is 
the fact that it also introduces blocking artifacts due to 
quantization errors at the block boundaries.  These 
artifacts are very noticeable and degrade image quality, 
particularly when images are compressed at a high 
compression rate.  To deliver high-quality image 
compression using block-transform codes, the reduction 
of blocking artifacts is critical. 

 
A large number of methods have been proposed to reduce 
blocking artifacts in block-transform compressed images 
and video.  These deblocking methods include the 
following:  
 
1) Projections onto convex sets (POCS) methods [5-7] 
2) Spatial block boundary filtering methods [8-9] 
3) Wavelet filtering methods [10] 
4) Statistical modeling methods [11] 
5) Constrained optimization methods [12] 
 

Some of the more effective deblocking techniques in 
recent development are those based on shifted transforms.  
The general technique was first introduced by Nosratinia 
with the re-application of shifted JPEG compressions 
[13].  This technique has since been modified for 
improved deringing [14] and it has been applied to 
wavelet coders to reduce compression artifacts [15].  
Shifted transform algorithms have been shown to offer 
improved performance over traditional techniques based 
on POCS and wavelet transforms.  A structural overview 
of the deblocking algorithms based on shifted transforms 
is shown in Figure 1.  The decompressed image is shifted 
based on n shift patterns and the output of these shifts 
Si,…,n are transformed into another domain using 
transform operator T.  The shifted transforms are then 
filtered using operator F, inverse transformed with T-1 and 
inverse-shifted based on the corresponding shift pattern.  
Finally, the images are averaged together to form the final 
output image.  In the simplified version of a shifted JPEG 
transform [13], the transform operator T is the DCT 
transform into the spatial frequency domain, the filter 
operator F is a combined quantization/dequantization 
process based on a quantization matrix, the averaging 
process is a simple unweighted average of the inverse-
shifted images, and a total of 64 shifts are performed.  An 
improved weighted averaging scheme was proposed [14] 
to adapt to the input image content. 
 
While available algorithms based on shifted transforms 
are effective at reducing blocking artifacts, there are some 
computational drawbacks.  While less computationally 
expensive than methods based on optimization 
techniques, in its basic implementation, such algorithms 



require 64 iterations of DCT transforms, inverse DCT 
(IDCT) transforms, quantization and dequantization 
operations per 8×8 block, each requiring fixed-point or 
floating-point arithmetic operations.  The goal of the 
proposed algorithm is to reduce the computational 
complexity of the deblocking algorithm while 
maintaining visual quality. 
 
The main contribution of this paper is the introduction of 
a hardware-efficient algorithm for image and video 
deblocking.  This algorithm utilizes integer-based shifted 
transforms and frequency-domain thresholding to 
enhance deblocking performance.  This algorithm also 
utilizes an improved weighted averaging technique to 
enhance visual quality.  In this paper, the proposed 
algorithm is described and explained in detail in Section 
2.  The computational costs are analyzed in Section 3.  
Finally, experimental results comparing the proposed 
algorithm to the algorithm proposed by Nosratinia for 
block-transform compressed images are discussed in 
Section 4.  Finally, conclusions are drawn in Section 5. 
 

2 Proposed Deblocking Algorithm 
 
The proposed deblocking algorithm utilizes the concept 
of shifted transforms in a practical way to reduce 
computational complexity while preserving visual quality.  
Using a 5-stage combination of integer transforms, 
frequency-domain thresholding, and weighted averaging, 
the proposed algorithm is hardware-efficient, delivers 
good performance, and provides a high level of visual 
quality.  Thus, the algorithm is suitable for efficient block 
artifact reduction in real-time image and video 
applications.   A general overview of the algorithm is 
shown in Figure 2. 
 
2.1 Shifting Stage 
 
During this stage, the input image is shifted based on four 
shift patterns: (Δx, Δy) = {(-3,-3),(-1,-1),(1,1),(3,3)}, 

where (Δx, Δy) represents the shift in the x and y 
directions.  These patterns are illustrated in Figure 3.  
This produces a total of four shifted images.  Therefore, 
the actual deblocking process is repeated a total of four 
times, one for each shifted image.  Results during testing 
have shown that this configuration provides good 
deblocking results for the proposed algorithm while 
minimizing the number of computations needed.  This is 
significantly less than other algorithms of this type so the 
computational requirements of this stage are effectively 
reduced. 

 
2.2 Transform Stage 
 
During this stage, the shifted images are transformed to 
the frequency domain.  The basic DCT forward transform 
on an input block X is given by:   
 

)( TBXBY =      (1) 
 
where X is the input block, B is the DCT transform 
matrix, and BT is the transpose of the DCT transformation 
matrix. 
 
To reduce the computational complexity required by the 
proposed algorithm, an integer transform is proposed 
based on a scaled integer approximation of the DCT 
transform in the form of: 
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Figure 1. Structure of deblocking algorithms based on shifted 
transforms 

 
Figure 3. Example of some shift patterns 

 

 

 
 

Figure 2. Overview of proposed algorithm 



where α is the scaling coefficient and B is the DCT 
transformation matrix.  When an image is transformed 
from the spatial domain to the frequency domain using 
the DCT transform, there is an approximate magnitude 
gain of 8α2 if the ceiling of the integer approximation is 
taken.  In the case of 8 bits per channel, which is common 
in current image representations, the total number of bits 
needed becomes log2(8α2)+8 bits.  As most 
microprocessors are capable of 32-bit integer 
computations, the maximum allowed value of α that is a 
power of 2 to avoid the need for division is α=1024, as 
log2(8(1024)2)+8=31 bits.  For the proposed algorithm, a 
value of α=512 is used and so a shift of 18 bits is needed 
to compensate for the scaling.  To reduce the number of 
multiplications needed for the transform, a number of 
elements in the matrix are set to powers of 2 while others 
are readjusted to compensate for this change.  The 
proposed 8×8 integer transform matrix M is given by: 
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The transformation matrix can be further decomposed 
into a scalar multiplication of two matrices, P and E.  The 
final forward transform is given by the following 
equation: 
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where ⊗  indicates a scalar multiplication, X is the input 
block, P is the integer transform matrix, PT is the 
transpose of the integer transformation matrix, (E⊗ET) 
is the scaling transformation matrix, α is the scaling 
coefficient, and  >> indicates a logical bit shift right of 
the appropriate size.  For the proposed algorithm, a shift 
of 18 bits is used since α2 = 218.  P and (E⊗ET) are given 
by: 
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The transformation matrices P, PT, and (E⊗ET) are 
static.  These matrices may be pre-computed to deliver 
improved computational performance.  The use of an 
integer transform allows the entire deblocking process to 
be implemented using purely integer computations and no 
division operations, thereby reducing the computational 
complexity required to perform this stage of the 
algorithm. 
 
2.3 Thresholding Stage 
 
During this stage, the transformed images are subjected to 
a threshold in the spatial frequency domain using a 
threshold matrix T, which is given by: 
 

1>>=QT      (7) 
 
where “>>1” represents a logical bit shift right of 1 bit 
and Q is the quantization matrix used to compress the 
image.  The Q matrix is easily retrieved from the media 
itself as it is used to decompress the image. 
 
All frequency coefficients below the corresponding 
threshold value in the threshold matrix are set to zero.  
The threshold matrix used in the algorithm is a scaled 
integer approximation of the quantization matrix used to 
decompress the image.  This threshold matrix allows the 
decompressed image to be adaptively filtered depending 
on the image quality.  This approach is designed to 
attenuate the high frequencies.  Shifting the image 
according to several shifting patterns and then applying 
block-based threshold filtering is similar to applying 
threshold filtering on the original block boundaries at 
various positions.  Thus, this approach makes use of the 
correlation between adjacent blocks and effectively 
reduces the blocking artifacts exhibited at the boundaries. 
 
2.4 Inverse Transform and Shifting Stage 
 
After the transformed images have been threshold 
filtered, the inverse transform of input block Y is given 
by: 
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where Y is the input block, P is the integer transform 
matrix, PT is the transpose of the integer transformation 
matrix, (E⊗ET) is the scaling transformation matrix, α is 



the scaling coefficient, and  >> indicates a logical bit shift 
right that is used to compensate for scaling done in the 
inverse transform. 
 
Like the integer transform, a value of α=512 is used and 
so a logical bit shift right of 18 bits is needed to 
compensate for the scaling in the integer inverse 
transform.  Finally, the shifted images are inverse-shifted 
based on their corresponding shift pattern such that all the 
images are aligned together. 
 
2.5 Weighted Averaging Stage 
 
Once the images have been inverse transformed and 
inverse shifted, an unweighted averaging process is used 
to combine the images, as given by: 
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where x and y are the x and y coordinates relative to the 
image, Ii is the image that was shifted using pattern i, and 
“>>2” denotes a bit shift right of 2 bits.   
 
While the thresholding process reduces blocking artifacts, 
it also introduces a slight degradation to the areas that are 
not subject to blocking artifacts.  To remedy the 
introduction of this degradation, a number of images with 
different shift patterns are threshold filtered, effectively 
introducing a different degradation to each image.  
Averaging across the set of filtered images effectively 
reduces the degradation while preserving the image 
signal. 
 
To avoid unnecessary blurring at pixels that are not near 
the block boundaries, the deblocked averaged image 
Ideblocked and the input image with blocking artifacts Iblocked 
are combined using a distance-weighted averaging 
process to produce the final deblocked output image.  The 
weights used in the weighted averaging process are based 
on the Euclidean distance between the pixel under 
evaluation and the center of its corresponding block.  The 
weights are given by the following equation: 
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where x and y represent the x and y coordinates relative to 
the block respectively, β and σ represent the lower bound 
and upper bound of the weight range respectively, and 
D(x, y) is the Euclidean distance.  D(x, y) is given by the 
following equation: 
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where x and y are the x and y coordinates relative to the 
block respectively, and c is the closest pixel from the 
center region of the block.  In the case of an 8×8 block, 
the center region is represented by the 2×2 block of pixels 
at the center of the block.  For the proposed algorithm, a 
weight range of (β, σ) = (100, 256) is used.  The weights 
for Iblocked are then given by: 
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where σ is the upper bound of the weight range.  Both 
weight matrices Wa and Wo are static.  These matrices are 
pre-computed to improve performance.  The final pixel 
value in the output image block is given by: 
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where Ideblocked is the average deblocked image, Iblocked is 
the input image with blocking artifacts, Wa and Wo are 
the weight matrices for  Ideblocked and Iblocked respectively, 
and σ is the upper bound of the weight range.  For a 
weight range of (β, σ) = (100, 256), a logical bit shift 
right of 8 bits is performed. 
 
The distance-weighted average is designed such that 
pixels near the block boundary where blocking artifacts 
occur are more dependent on the average deblocked 
image while pixels near the center where blocking 
artifacts do not occur are more dependent on the input 
image. 
 

3 Computational Costs 
 
A comparison between the computational complexity of 
the proposed algorithm and the original Nosratinia 
algorithm for JPEG compressed images illustrates the 
clear performance benefits of the proposed algorithm.  
The complexity of the proposed algorithm can be 
measured based on the cost of the integer transform and 
inverse transform operations.  The integer transform used 
by the proposed algorithm requires approximately 6.25 
times fewer multiplications than the standard DCT 
operation.  This reduction is the result of multiplications 
being replaced with bit shifts.  Furthermore, the DCT and 
IDCT are repeated 63 times in the original Nosratinia 
algorithm, while the integer transform and inverse 
transform are repeated only 4 times in the proposed 
algorithm.  Therefore, ignoring the computational 
complexity differences between integer and fixed-point / 
floating-point operations, the proposed algorithm uses 
approximately 1% of the multiplications and 6.3% of the 
additions needed for the Nosratinia algorithm.  This 
reduction in computational complexity makes the 
proposed algorithm well-suited for the real-time 
deblocking of compressed image and video sources. 



 
 

4 Experimental Results 
 
A comparison of the proposed algorithm and the original 
Nosratinia algorithm designed for JPEG compressed 
images [13] was conducted by both quantitative and 
qualitative means.  The algorithms were tested on 5 
different JPEG-compressed images and video frames 
from 2 different MPEG-compressed video clips.  For a 
quantitative comparison, the PSNR of the compressed 
images and video frames were measured.  The results are 
shown in Table 1.  It is observed from the quantitative 
measurements that the PSNR gains using the proposed 
algorithm are comparable with the original Nosratinia 
algorithm, despite requiring significantly fewer 
computations.  The subjective results for Lena, Susi, and 
Tennis after the application of the algorithm are shown in 
Figures 4, 5, and 6 respectively.  From a subjective 
comparison of the resulting images, it can be observed 
that the overall quality of the images and video frames 
produced using the proposed algorithm is noticeably 
superior to the original decompressed sources.  Blocking 
artifacts have been reduced while preserving edges.  The 
visual quality is comparable to that produced by the 
Nosratinia algorithm. 
 

5 Conclusions 
 
In this paper, we have introduced a new method for 
deblocking compressed image and video sources based on 
the concept of shifted thresholding.  The algorithm 
reduces blocking artifacts in a computationally effective 
manner.  Experimental results show that overall visual 
quality is noticeably improved when compared to the 
decompressed image or video sources.  This highly-
efficient algorithm is competitive with the original 
Nosratinia algorithm.  It is our belief that this method is 
more suitable for implementation in digital multimedia 
systems and consumer devices. 
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Figure 4. Left: JPEG-compressed 512×512 Lena at PSNR of 31.13 dB 

Center: Deblocked image using proposed algorithm 
Right: Deblocked image using original Nosratinia algorithm 

 

 
Figure 5. Left: MPEG-compressed Susi video frame at PSNR of 24.32 dB 

Center: Deblocked image using proposed algorithm 
Right: Deblocked image using original Nosratinia algorithm 

 

 
Figure 6. Left: MPEG-compressed Tennis video frame at PSNR of 24.32 dB 

Center: Deblocked image using proposed algorithm 
Right: Deblocked image using original Nosratinia algorithm 


